**Datové struktury**

Tahle otázka je úplně špatně :)

**SEŘAZENÉ**

SortedDictionary

SortedSet

SortedList (cringe)

**NESEŘAZENÉ**

Zbytek

Uložení dat

Větší programy, nejspíš budou obsahovat více dat. Pamatujte, počítač by si měl vše pamatovat, ne vy. Představme si, že si chceme uložit něco kolem milionu čísel. Některá tam mohou být vícekrát, některá tam nemusí být ani jednou. V čem je uložit?

Uložit do pole bude jednoduché, ale bude vznikat hodně jiných problémů. Budeme třeba chtít najít maximum, ale co když z pole bude právě maximum odstraněné. Jednak nám v poli budou vznikat díry a jednak pro každé vyhledání maxima budeme muset pole prohledat znovu. Je lepší použít jinou strukturu.

Kterou strukturu kdy použít

Strukturu vybereme tedy podle toho, jaké operace bychom chtěli nejčastěji provádět nad danými daty. Jaké operace chceme? Například najít prvek, najít maximum/minimum, najít předchůdce prvku, vložit prvek, odstranit, seřadit prvky atd...

Seřazené datové struktury

**Pole**

V datové struktuře pole můžete uložit více proměnných stejného typu. Deklarujete pole zadáním typu jeho prvků. Chcete-li, aby pole ukládalo prvky libovolného typu, můžete jako typ zadat object. Pole je v podstatě hromada krabic poskládaných vedle sebe a k tomu očíslovaných přirozenými čísly. Je dobrým zvykemčíslovat od nuly**.**

*Create:*

type[] nazevPole;

Jednorozměrné pole

Jednorozměrné pole si z matematického hlediska tedy představit jako konečnou množinu prvků.

Samotná definice se skládá ze dvou částí. V první definujeme proměnnou typu pole. V dalším kroku je třeba tuto proměnnou inicializovat, tj. vytvořit instanci pole. To se provádí klíčovým slovem new. Tyto dva kroky se většinou spojí do jednořádkové deklarace, která vypadá následovně.

datový\_typ[] pole = new datový\_typ[počet\_prvků];

Pokud chceme získávat, nebo upravovat hodnoty určitého prvku v poli, ukazujeme na pole pomocí indexů. Prvky v poli se indexují od nuly, takže za předpokladu, že je v poli *n* prvků, tak poslední bude mít index (n – 1) a první samozřejmě 0. K prvku se dostaneme pomocí názvu pole a do hranatých závorek uvedeme index prvku.

int[] pole = new int[12];

pole[0] = 963;

pole[2 \* 2] = 21;

// Toto ale vyhodí chybu, protože jsme překročili celkový počet prvků

pole[12] = 3124;

Pokud již při definici víme, jaké prvky bude pole obsahovat, můžeme využít zápis definice i s určením prvků.

int[] pole = new int[5] { 20, 9, 195, 1, -569 };

// nebo ještě kratší zápis

int[] pole = { 20, 9, 195, 1, -569 };

Vícerozměrná pole

Vícerozměrné pole je takové pole, na jehož každém prvku je definované další pole. U vícerozměrných polí dále rozlišujeme, jestli je pole pravoúhlé, tj. má pevně definovaný počet sloupců a pole, u něhož počet sloupců neznáme a jednotlivé prvky skutečně definujeme jako nová pole.

int[,] matice = new int[2, 2];

matice[0, 0] = 1;

matice[1, 1] = 1;

Pole s neurčenými rozměry dimenzí se definují tak, že zdvojíme hranaté závorky při definici a jednotlivým prvkům musíme předávat opět pole stejného typu. Nyní máme příklad, kdy chceme uchovávat rodiny a k těmto rodinám přiřazovat jména jejich členů.

string[][] rodina = new string[2][];

rodina[0] = new string[3] {"Marek", "Petr", "Eva"};

rodina[1] = new string[2] {"Tomáš", "Zuzana" };

Console.Write("Člen rodiny: " + rodina[0][1]);

Délka pole - Pole má svoje vlastnosti a metody. Důležitou vlastností pole je jeho délka - Length. U vícerozměrného pole potom počet sloupců a řádku získáváme pomocí metody GetLength(), přičemž jestli se jedná o řádek či sloupec stanovujeme argumentem funkce. Pokud jako argument uvedeme nulu, vrací počet řádků a pokud jedničky, počet sloupců.

*Operace:*

*Vytvoření pole*

**int** [] array\_of\_integers = **new** **int** [100];

*Výpis pole pomocí for cyklu*

**for** (i = 0; i < 100; i++ ) {

System.out.println("Na pozici [" + i + "] je " + pole[i]);

}

*Vlož/ uprav prvek*

Pokud budeme vkládat prvek na konec takového pole, je potřeba jej projít celé. V prvním případě je složitost O(n), neboť se nám může stát, že musíme projít celé pole.

Pokud víme kolik prvků máme momentálně obsazených, vložíme prvek na konec pole v čase O(1), tedy konstantním.

A pokud chceme upravit prvek na konkrétním indexu, zvládneme to přímo v O(1):

array[i] = nejaky\_prvek;

Vyhledat prvek složitost této operace O(n), protože musíme projít celé pole

**int** searched\_item = nejaky\_prvek;

**for** (**int** i = 0; i < n; i++) {

**if** (array[i] == searched\_item ) {

System.out.println("Prvek " + searched\_item + " nalezen na pozici ["+ i + "].");

**break**;

}

}

*Smaž prvek* pokud bychom měli pole kladných čísel, mohli bychom prvek smazat tak, že bychom jeho hodnotu nastavili na 0. To by trvalo v O(1). Pokud bychom chtěli pole i zmenšit, tato operace by trvala v O(n), protože se prvky za smazaným prvkem musí posunout o jednu pozici doleva a zaplnit tak "díru", která v poli vznikla:

**for**( **int** i = index\_smazaneho\_prvku; i < n - 1; i++) {

array[i] = array[i+1];

}

*Seřadit pole* Na seřazení prvků v poli můžeme použít algoritmy. Selection sort, haldové třídění atd.

### Rozdíl mezi listem a polem

Pole má jednu velkou výhodu i nevýhodu, je statické. Často však nevíme, jak bude pole dlouhé, nebo z něj chceme za běhu programu odebírat prvky nebo je do něj přidávat. Existuje na to takový malý trik.

Mějme pole délky n. Pokud do něj chceme vložit další prvek, tzn. na index n + 1, založíme nové pole o velikosti 2n a zkopírujeme prvky původního pole do tohoto nového. Takže přidání prvku většinu času stojí O(1) a jednou za čas O(n), když dojde kapacita pole, což nám dohromady dá O(1) (říká se tomu amortizovaná časová složitost) .Potom, až toto pole zase naplníme, zdvojnásobíme kapacitu atd. Takto dostaneme dynamické pole, které se může měnit. Není to však příliš elegantní pro běžné použití, proto v mnoha jazycích můžeme použít dynamické pole – List, který tuto práci dělá za nás.

**List**

List je oproti poli dynamická datová struktura, můžeme ho tedy měnit za běhu, přidávat, ubírat, ptát se na jeho velikost atd.

Navíc lze List převést do pole toArray(). Jde jen o to, že list zkopíruje všechny své prvky do nového pole se stejnou velikostí jako má list.

List je chytřejší, dynamické pole, tzn. interně dělá to, co jsme si popsali výše u pole a co jsme většinou líní implementovat ručně. Všechny časové složitosti, týkající se vyhledávání, vložení, smazání atd. jsou stejné jako u pole. Výhoda je však ta, že místo složité syntaxe, kterou jsme museli dříve popisovat chování funkce, můžeme jednoduše volat jednotlivé metody přímo na listu: List.Add(), List.Delete(), List.Sort(), List.Contains()... List je vnitřně implementován pomocí pole, při přidání nového záznamu se tedy při vyčerpání kapacity vytvoří interně pole nové a prvky se do něj zkopírují.

List je tzv. **generická kolekce**. Při deklaraci Listu musíme specifikovat datový typ objektů, které v něm budou uloženy.

Vlastnost:

**Count** - Funguje jako Length na poli, vrací počet prvků v kolekci.

Metody:

**Add(položka)** - Metodu Add() jsme si již vyzkoušeli, jako parametr bere položku, kterou vloží na konec listu.

**AddRange(kolekce)** - Přidá do listu více položek, např. z pole.

**Clear()** - Vymaže všechny položky v listu.

**Contains(položka)** - Vrací true/false podle toho, zda List obsahuje předanou položku.

**IndexOf(položka)** - Vrátí index prvního výskytu položky (jako u pole). Vrací -1 při neúspěchu.

**Insert(index, položka)** - Vloží položku na daný index (pozici) v Listu.

**Remove(položka)** - Vymaže první nalezenou položku.

**RemoveAt(index)** - Vymaže položku na daném indexu.

**Sort()** - Sort() již také známe, setřídí položky v listu. Metoda opět nic nevrací.

// Creating a List of integers

List<int> firstlist = new List<int>();

// displaying the number of elements of List<T>

Console.WriteLine(firstlist.Count);

// adding elements in firstlist

        firstlist.Add(1);

        firstlist.Add(2);

        firstlist.Add(3);

        firstlist.Add(4);

// Printing the Capacity of firstlist

        Console.WriteLine("Capacity Is: " + firstlist.Capacity);

// Printing the Count of firstlist

Console.WriteLine("Count Is: " + firstlist.Count);

OUTPUT

Capacity Is: 4

Count Is: 4

// Checking whether 4 is present in List or not

Console.Write(firstlist.Contains(4));

**Output:**

True

// 3 will remove from the List and 4 will come at index 3

firstlist.RemoveAt(3);

**Spojový seznam(LinkedList)**

Spojový seznam (Lineární seznam, Linked list) je kontejner určený k ukládání dat předem neznámé délky. Základní stavební jednotkou spojového seznamu je uzel, který vždy obsahuje ukládanou hodnotu a ukazatel na následující prvek.

Varianty spojového seznamu(LinkedList)

Jednosměrně zřetězený

Jednosměrně zřetězený seznam je základní variantou této datové struktury, ve které jednotlivé uzly obsahují kromě dat pouze ukazatel na další uzel (poslední uzel ukazuje na *null*), čímž umožňují pouze traverzování jedním směrem. Samotná struktura seznamu pak obsahuje pouze ukazatel na první prvek a data jsou přidávána vždy na začátek seznamu. Dílčím vylepšením je přidání ukazatele také na poslední prvek a umisťování nových prvků na konec seznamu.
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Obousměrně zřetězený spojový seznam

V obousměrně zřetězeném spojovém seznamu prvky obsahují nejen ukazatel na další prvek, ale také ukazatel na předchozí prvek. Tímto se sice poněkud zkomplikuje implementace struktury, ale toto je vyváženo zvýšenou flexibilitou, protože lze traverzovat v obou směrech.
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Kruhový spojový seznam  
Vyhledávání ve spojovém seznamu můžeme zjednodušit použitím zarážky – zarážka je uzel zvláštího typu umístěný na konec seznamu (v případě použití hlídky bude hlídka zarážkou). Do zarážky vždy umístíme data, která vyhledáváme, čímž si zajistíme, že je také najdeme. Tímto trikem eliminujeme nutnost neustálé kontroly toho, jestli již nejsme na konci seznamu.

Iterátor

Pro efektivní využití libovolného typu spojového seznamu je zapotřebí vytvořit tzv. *iterátor*, což je objekt, který při průchodu seznamem udržuje odkaz na aktuální pozici a umožní s ní pokračovat dále nebo se vrátit zpět (při použití obousměrně zřetězeného seznamu). Bez této struktury by byl průchod seznamem neúnosně drahou operací, protože by se při každém přístupu na další položku musel tento prvek vždy nejprve vyhledat (tj. projít celý seznam od začátku až na danou pozici).

Složitost základních operací

Operace *vkládání* na začátek seznamu proběhne s [asymptotickou složitostí](https://www.algoritmy.net/article/102/Asymptoticka-slozitost) ![O(1)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACkAAAAaCAYAAAAqjnX1AAAB4ElEQVR42mNgGAWjAAOwATETkWq9gDiIDDvKgViNVE0uQDwJiJuBOBZKbwJiPzx6bKHq8AEDPHILgVicGMeBFG0D4g4gZkGTEwXiG0BcgEWfIBDvxxHibFBPzwfi13jslgTidYQcKAvE93E4AgZCgfgPEGugiYM8FY1FPUjdBCAOB+KlBBwJAj1A7IFLkgeIbwHxciLS538g7kMS4wDi50Sk29lEOBLkqcP4DPgFxNJEJIn/0PQJA+FEeI5YRzJAY1MWm+v/QxMuA5EhuQVJbDEQZ1HRkcuhmRUFTIJaHECEAZZQtcghdw6IfajoyGaoWhRwDWoxDxEGFEDVViOJfQNieyo6Mh6I16ALgtLiJyLLz6PQ3K2ElkaFqejIcLTkBAZ/oLmTEDCAOmguloxEc0eCip53RIbiYywOokt0t0JDQ5JA3foBiI2xyF2gR8YRhIbQJDyZ5SEOB8KKoAwiLJ9LZIytAuJIbBLyQHwG6lAtaC0CatFsAOIuAjk/ElrlYQMsUMcthKb7T9D6GRRS5jj0PCZUqZhC6+BoqCNZiPA5yENPSWjO4QN60IYKTUArjgYGqWASvgYGpQCUHPZSGJpKaG0CmgBbaIiSC5ZC26w0Bz7QNiepoAStFhsFIxMAAGZyban7hhGtAAAAAElFTkSuQmCC), protože se pouze zalokuje nový prvek, který se vloží na počátek seznamu. Operace *mazání* a *čtení* prvku na indexu *i* proběhnou v čase ![O(i)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACYAAAAaCAYAAADbhS54AAACD0lEQVR42u2WT0SDYRzHJ5MddplJJhOTpENGOiTTpUOSJDKZ6ZoO2SGSDjvMSJLs0CVJMiNJkm7pkG5Jp6TLZNIhkg4dZqzfL9/x7tnz75Vdal8+Xp7n9z7v73me3/d5Xo+npX+mdqLNMnaCmLGMXSF63SYzRuSIDJHE84yY0rwTQ5xKISIgtB0QnTYJcdAFsU54hb4O4pFISd7jD15pVpZX/ZM4lCR7YkoqTBQVH65plqgQfUI7TySheY8TThMRSd8mMa560U88EQWLeqsSW442H/Hqog5F8SSvVZ27RJnoshioinqrKW4xIZOK2LGGjKsoRI/lip072rhuFhXxXHtLxDYMpVIBJqtTDh+btkhsGLHOFbojJhXxaTzniFvNuBnsWp0e8DG/RWIpxK452r6IUUlsFGZh7RvcN08ci41lWNlGN3BlRKi5oCQ2AkP4kLzOtXGhPH5UgatMiiKJPYkZgobV+DC4VpoYHxPvlqtVkiSh2sqaLokdw9jSrcxi1iHDvcazHpT03WuKP4yxRwQzWBV/ACuR0xT8syKp2nGxoNmiN0fNJRVxR3Bug7phZ06uHwXLfwqnxIbBsTxgXtHXg+OEr5xVzRgl0+E+BPckkJjXovZ4Ei+a4g5gsioN4AegKcoajgOdcrpL/Lfyw31uL/KIcO82RTGsnBvl8Z/XdE06riGTlhX/Zy39HX0DSDBmAb7wk0MAAAAASUVORK5CYII=), protože spojový seznam neumožňuje náhodný přístup - k prvku je zapotřebí doiterovat.

LinkedList neobsahuje rovnou naše prvky jako tomu bylo u Listu, ale jsou v něm uloženy položky typu LinkedListNode. Jsou to uzly, které na sebe navzájem ukazují (odkazují se, chcete-li) a disponují vlastností Value. Právě v té je teprve uložen náš prvek, který uzel obaluje. Dodává tak našemu prvku ony vazby na prvky okolní. Ukažme si metody, které má LinkedList oproti klasickému Listu navíc:

* **AddAfter()** - Přidá nový prvek za daný prvek.
* **AddBefore()** - Přidá nový prvek před daný prvek.
* **AddFirst()** - Přidá nový prvek na začátek seznamu.
* **AddLast()** - Přidá nový prvek na konec seznamu.
* **First** - Vlastnost vracející první prvek.
* **Last** - Vlastnost vracející poslední prvek.
* **RemoveFirst()** - Odstraní první prvek.
* **RemoveLast()** - Odstraní poslední prvek.

LinkedList<**int**> seznam = **new** LinkedList<**int**>();

LinkedListNode<**int**> hlava = seznam.AddFirst(5);

seznam.AddAfter(hlava, 10);

Console.WriteLine(seznam.First.Value);

Console.WriteLine(seznam.First.Next.Value);

**Output:**

**5, 10**

// inicializace a naplnění spojového seznamu

LinkedList<**int**> seznam = **new** LinkedList<**int**>();

seznam.AddLast(1);

seznam.AddLast(2);

LinkedListNode<**int**> prostredni = seznam.AddLast(3);

seznam.AddLast(4);

seznam.AddLast(5);

// přidávání a mazání v prostředku seznamu

seznam.AddAfter(prostredni, 32);

seznam.AddAfter(prostredni, 31);

seznam.Remove(prostredni);

// výpis seznamu

**foreach** (**int** i **in** seznam)

Console.Write("{0}, ", i);

Console.ReadKey();

**Output: 1, 2, 31, 32, 4, 5**

Práce se spojovým seznamem je díky uzlům o něco komplikovanější než s Listem a většinou používáme spíše List. Po "spojáku" sáhneme hlavně v případě, kdy chceme často vkládat a mazat prvky doprostřed seznamu, což by u Listu bylo velmi pomalé.

// Creating a LinkedList of Strings

        LinkedList<String> myList = new LinkedList<String>();

        // Adding nodes in LinkedList

        myList.AddLast("Geeks");

        myList.AddLast("for");

        myList.AddLast("Data Structures");

        myList.AddLast("Noida");

        // To check if LinkedList is empty or not

        if (myList.Count > 0)

            Console.WriteLine("LinkedList is not empty");

        else

            Console.WriteLine("LinkedList is empty");

    }

 // Creating a LinkedList of Strings

        LinkedList<String> myList = new LinkedList<String>();

        // Adding nodes in LinkedList

        myList.AddLast("GeeksforGeeks");

        myList.AddLast("GFG");

        myList.AddLast("Data Structures");

        myList.AddLast("Noida");

        // ------- Count Property -------

        // To get the first node of the LinkedList

        if (myList.Count > 0)

            Console.WriteLine(myList.First.Value);

        else

            Console.WriteLine("LinkedList is empty");

        // ------- Last Property -------

        // To get the last node of the LinkedList

        if (myList.Count > 0)

            Console.WriteLine(myList.Last.Value);

        else

            Console.WriteLine("LinkedList is empty");

    }

 // Creating a LinkedList of Strings

        LinkedList<String> myList = new LinkedList<String>();

        // Adding nodes in LinkedList

        myList.AddLast("A");

        myList.AddLast("B");

        myList.AddLast("C");

        myList.AddLast("D");

        myList.AddLast("E");

        // To check if a value is in LinkedList

        Console.WriteLine(myList.Contains("B"));

**Output:**

**TRUE**

// Creating a LinkedList of Integers

        LinkedList<int> myList = new LinkedList<int>();

        // Adding nodes in LinkedList

        myList.AddLast(2);

        myList.AddLast(4);

        myList.AddLast(6);

        myList.AddLast(8);

        // To get the count of nodes in LinkedList

        // before removing all the nodes

        Console.WriteLine("Total nodes in myList are : " + myList.Count);

        // Displaying the nodes in LinkedList

        foreach(int i in myList)

        {

            Console.WriteLine(i);

        }

        // Removing the first node from the LinkedList

        myList.Remove(myList.First);

        // To get the count of nodes in LinkedList

        // after removing all the nodes

        Console.WriteLine("Total nodes in myList are : " + myList.Count);

        // Displaying the nodes in LinkedList

        foreach(int i in myList)

        {

            Console.WriteLine(i);

        }

**Output:**

Total nodes in myList are : 4

2

4

6

8

Total nodes in myList are : 3

4

6

8

# **SortedSet**

SortedSet je kolekce objektů v seřazeném pořadí. Jedná se o obecný typ kolekce a je definován v System.Collections.Generic namespace.

Jedná se o dynamickou kolekci, což znamená, že velikost SortedSet se automaticky zvyšuje, když jsou přidány nové prvky.

Třída SortedSet implementuje rozhraní ICollection, IEnumerable, IReadOnlyCollection, ISet, ICollection, IEnumerable, IDeserializationCallback a ISerializable interface.

-Kapacita SortedSet je počet prvků, které může obsahovat.

-V SortedSet musí být prvky jedinečné.

-V SortedSet je pořadí prvku vzestupné.

-Obvykle se používá, když chceme použít třídu SortedSet, pokud musíte ukládat jedinečné prvky a udržovat vzestupné pořadí.

-V SortedSet může uživatel ukládat pouze stejný typ prvků.

*Create a SortedSet*

*SortedSet<type\_of\_sortedset> sortedset\_name = new SortedSet<type\_of\_sortedset>();*

 // Creating SortedSet

        // Using SortedSet class

        SortedSet<int> my\_Set1 = new SortedSet<int>();

        // Add the elements in SortedSet

        // Using Add method

        my\_Set1.Add(101);

        my\_Set1.Add(1001);

        my\_Set1.Add(10001);

        my\_Set1.Add(100001);

        Console.WriteLine("Elements of my\_Set1:");

        // Accessing elements of SortedSet

        // Using foreach loop

        foreach(var val in my\_Set1)

        {

            Console.WriteLine(val);

        }

Elements of my\_Set1:

101

1001

10001

100001

* [**Remove(T)**](https://www.geeksforgeeks.org/c-remove-a-specified-item-from-sortedset/)**:**Tato metoda se používá k odebrání určité položky z SortedSet.
* **RemoveWhere (Predicate):** Tato metoda se používá k odstranění všech prvků, které odpovídají podmínkám definovaným zadaným predikátem z SortedSet.
* **Clear ():** Tato metoda se používá k odstranění všech prvků ze sady

 // Creating SortedSet

        // Using SortedSet class

        SortedSet<int> my\_Set = new SortedSet<int>();

        // Add the elements in SortedSet

        // Using Add method

        my\_Set.Add(101);

        my\_Set.Add(1001);

        my\_Set.Add(10001);

        my\_Set.Add(100001);

        // After using Remove method

        Console.WriteLine("Total number of elements "+

               "present in my\_Set:{0}", my\_Set.Count);

        // Remove element from SortedSet

        // Using Remove method

        my\_Set.Remove(1001);

        // Before using Remove method

        Console.WriteLine("Total number of elements "+

               "present in my\_Set:{0}", my\_Set.Count);   
Total number of elements present in my\_Set:4

Total number of elements present in my\_Set:3

V SortedSet můžete zkontrolovat, zda daný prvek je nebo není přítomen pomocí metody Contains

  // Creating SortedSet

        // Using SortedSet class

        SortedSet<int> my\_Set = new SortedSet<int>();

        // Add the elements in SortedSet

        // Using Add method

        my\_Set.Add(101);

        my\_Set.Add(1001);

        my\_Set.Add(10001);

        my\_Set.Add(100001);

        // Check the given element present

        // in the SortedSet or not

        // Using Contains method

        if (my\_Set.Contains(101) == true)

        {

            Console.WriteLine("Element is available..!");

        }

        else

        {

            Console.WriteLine("Element is not available..!");

        }

    }

**Dictionary**

V C # je Slovník obecná kolekce, která se obvykle používá k ukládání párů klíč / hodnota. Práce se slovníkem je docela podobná nongeneric hashtable. Výhodou slovníku je, že jde o generický typ. Slovník je definován v System.Collection.Generic namespace. Jeho dynamický charakter znamená, že velikost slovníku roste podle potřeby.

Třída Slovník implementuje

* IDictionary <TKey, TValue> Interface
* IReadOnlyCollection <KeyValuePair <TKey, TValue >> Rozhraní
* IReadOnlyDictionary <TKey, TValue> Interface
* IDictionary Interface
* Ve slovníku nemůže být klíč nulový, ale hodnota může být.
* Ve slovníku musí být klíč jedinečný. Duplicitní klíče nejsou povoleny, pokud se pokusíte použít duplicitní klíč, kompilátor vyvolá výjimku.
* Ve slovníku můžete ukládat pouze stejné typy prvků.
* Kapacita slovníku je počet prvků, které může slovník obsahovat.

*Create a Dictionary*

Dictionary dictionary\_name = new Dictionary();

 // Creating a dictionary

        // using Dictionary<TKey,TValue> class

        Dictionary<int, string> My\_dict1 =

                       new Dictionary<int, string>();

          // Adding key/value pairs

          // in the Dictionary

          // Using Add() method

          My\_dict1.Add(1123, "Welcome");

          My\_dict1.Add(1124, "to");

          My\_dict1.Add(1125, "GeeksforGeeks");

          foreach(KeyValuePair<int, string> ele1 in My\_dict1)

          {

              Console.WriteLine("{0} and {1}",

                        ele1.Key, ele1.Value);

          }

          Console.WriteLine();

          // Creating another dictionary

          // using Dictionary<TKey,TValue> class

      // adding key/value pairs without

          // using Add method

      Dictionary<string, string> My\_dict2 =

              new Dictionary<string, string>(){

                                  {"a.1", "Dog"},

                                  {"a.2", "Cat"},

                                {"a.3", "Pig"} };

          foreach(KeyValuePair<string, string> ele2 in My\_dict2)

          {

              Console.WriteLine("{0} and {1}", ele2.Key, ele2.Value);

          }

**Output:**

1123 and Welcome

1124 and to

1125 and GeeksforGeeks

a.1 and Dog

a.2 and Cat

a.3 and Pig

*Remove elements*

My\_dict.Remove(1123);

My\_dict.Clear();

**ContainsKey:** Tato metoda se používá ke kontrole, zda slovník <TKey, TValue> obsahuje zadaný klíč.

**ContainsValue:** Tato metoda se používá ke kontrole, zda slovník <TKey, TValue> obsahuje konkrétní hodnotu.

if (My\_dict.ContainsKey(1122)==true)

          {

              Console.WriteLine("Key is found...!!");

          }

          else

          {

               Console.WriteLine("Key is not found...!!");

          }

          // Using ContainsValue() method to check

          // the specified value is present or not

          if (My\_dict.ContainsValue("GeeksforGeeks")==true)

          {

              Console.WriteLine("Value is found...!!");

          }

          else

          {

               Console.WriteLine("Value is not found...!!");

**Output:**

Key is not found...!!

Value is found...!!

# **Queue**

Queue se používá k reprezentaci kolekce FIFO (first-in, first out, FIFO). Používá se, když potřebujete first-in, first-out přístup k položkám. Je to non-generic typ kolekce, který je definován v oboru názvů System.Collections. Slouží k vytvoření dynamické kolekce, která roste podle potřeby vašeho programu. V Queue můžete ukládat prvky stejného typu a různých typů. Obecně je queue užitečná, když k těmto informacím přistupujete stejným způsobem, jakým byly uloženy ve sbírce, a ukládání dat je dočasným úložištěm.
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* Třída Queue implementuje rozhraní IEnumerable, ICollection a ICloneable.
* Když přidáte položku do seznamu, nazývá se enqueue.
* Když odstraníte položku, nazývá se to dequeue.
* Queue přijímá null jako platnou hodnotu pro typy odkazů.
* Jak jsou prvky přidávány do fronty, kapacita se automaticky zvyšuje podle potřeby přerozdělením interního pole.
* V Queue můžete ukládat duplicitní prvky.
* Queue fronty je počet prvků, které může queue obsahovat.

*4 konstruktory*

* **Queue ():** Tento konstruktor se používá k vytvoření instance třídy Queue, která je prázdná a má výchozí počáteční kapacitu a používá výchozí růstový faktor.
* **Queue (ICollection):** Tento konstruktor se používá k vytvoření instance třídy Fronta, která obsahuje prvky zkopírované ze zadané kolekce, má stejnou počáteční kapacitu jako počet zkopírovaných prvků a používá výchozí růstový faktor.
* **Queue (Int32):** Tento konstruktor se používá k vytvoření instance třídy Queue, která je prázdná a má stanovenou počáteční kapacitu, a používá výchozí růstový faktor.
* **Queue (Int32, Single):** Tento konstruktor se používá k vytvoření instance třídy Queue, která je prázdná a má stanovenou počáteční kapacitu, a používá zadaný růstový faktor.

  // Create a queue

        // Using Queue class

        Queue my\_queue = new Queue();

        // Adding elements in Queue

        // Using Enqueue() method

        my\_queue.Enqueue("GFG");

        my\_queue.Enqueue(1);

        my\_queue.Enqueue(100);

        my\_queue.Enqueue(null);

        my\_queue.Enqueue(2.4);

        my\_queue.Enqueue("Geeks123");

        // Accessing the elements

        // of my\_queue Queue

        // Using foreach loop

        foreach(var ele in my\_queue)

        {

            Console.WriteLine(ele);

        }

**Output:**

GFG

1

100

2.4

Geeks123

*Delete elements*

// Create a queue

        // Using Queue class

        Queue my\_queue = new Queue();

        // Adding elements in Queue

        // Using Enqueue() method

        my\_queue.Enqueue("GFG");

        my\_queue.Enqueue(1);

        my\_queue.Enqueue(100);

        my\_queue.Enqueue(2.4);

        my\_queue.Enqueue("Geeks123");

        Console.WriteLine("Total elements present in my\_queue: {0}",

                                                    my\_queue.Count);

        my\_queue.Dequeue();

        // After Dequeue method

        Console.WriteLine("Total elements present in my\_queue: {0}",

                                                    my\_queue.Count);

        // Remove all the elements from the queue

        my\_queue.Clear();

        // After Clear method

        Console.WriteLine("Total elements present in my\_queue: {0}",

                                                    my\_queue.Count);

    }

**Output:**

Total elements present in my\_queue: 5

Total elements present in my\_queue: 4

Total elements present in my\_queue: 0

**Peek:** Tato metoda vrací objekt na začátku fronty bez jeho odstranění.

**Dequeue:** Tato metoda vrací objekt na začátku fronty s úpravou, což znamená, že tato metoda odstraní nejvyšší prvek fronty.

*Příklad:*

// Create a queue

        // Using Queue class

        Queue my\_queue = new Queue();

        // Adding elements in Queue

        // Using Enqueue() method

        my\_queue.Enqueue("GFG");

        my\_queue.Enqueue("Geeks");

        my\_queue.Enqueue("GeeksforGeeks");

        my\_queue.Enqueue("geeks");

        my\_queue.Enqueue("Geeks123");

        Console.WriteLine("Total elements present in my\_queue: {0}",

                                                    my\_queue.Count);

        // Obtain the topmost element of my\_queue

        // Using Dequeue method

        Console.WriteLine("Topmost element of my\_queue"

                     + " is: {0}", my\_queue.Dequeue());

        Console.WriteLine("Total elements present in my\_queue: {0}",

                                                    my\_queue.Count);

        // Obtain the topmost element of my\_queue

        // Using Peek method

        Console.WriteLine("Topmost element of my\_queue is: {0}",

                                               my\_queue.Peek());

        Console.WriteLine("Total elements present in my\_queue: {0}",

                                                    my\_queue.Count);

    }

**Output:**

Total elements present in my\_queue: 5

Topmost element of my\_queue is: GFG

Total elements present in my\_queue: 4

Topmost element of my\_queue is: Geeks

Total elements present in my\_queue: 4

*Contains:*

my\_queue.Enqueue("GFG");

       my\_queue.Enqueue("Geeks");

        my\_queue.Enqueue("GeeksforGeeks");

        my\_queue.Enqueue("geeks");

        my\_queue.Enqueue("Geeks123");

        // Checking if the element is

        // present in the Queue or not

        if (my\_queue.Contains("GeeksforGeeks") == true) {

            Console.WriteLine("Element available...!!");

        }

        else {

            Console.WriteLine("Element not available...!!");

        }

**Output:**

Element available...!!

Stack

Stack(Zásobník) se používá k reprezentaci last-in, first out kolekce objektů. Používá se, když potřebujete přístup k položkám last-in, first out. Jedná se o generický a negenerický typ kolekce. Generický stack je definován v System.Collections.Generic namespace, zatímco ne-generický stack je definován v namespace System.Collections. Stack se používá k vytvoření dynamické kolekce, která roste podle potřeby vašeho programu. Do stack můžete ukládat prvky stejného typu nebo různých typů.

![](data:image/jpeg;base64,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)

* Třída Stack implementuje rozhraní IEnumerable, ICollection a ICloneable.
* Když přidáte položku do seznamu, nazývá se tlačení prvku.
* Když ji odeberete, nazývá se praskání prvku.
* Kapacita zásobníku je počet prvků, které může zásobník obsahovat. Jak jsou prvky přidávány do zásobníku, kapacita se automaticky zvyšuje podle potřeby prostřednictvím realokace.
* V zásobníku můžete ukládat duplicitní prvky.
* Zásobník přijímá null jako platnou hodnotu pro referenční typy.

*tři konstruktery*

* **Stack ():** Tento konstruktor se používá k vytvoření instance třídy Stack, která je prázdná a má výchozí počáteční kapacitu.
* **Stack (ICollection):** Tento konstruktor se používá k vytvoření instance třídy Stack, která obsahuje prvky zkopírované ze zadané kolekce a má stejnou počáteční kapacitu jako počet zkopírovaných prvků.
* **Stack (Int32):** Tento konstruktor se používá k vytvoření instance třídy Stack, která je prázdná a má určenou počáteční kapacitu nebo výchozí počáteční kapacitu, podle toho, co je větší.

// Create a stack

        // Using Stack class

        Stack my\_stack = new Stack();

        // Adding elements in the Stack

        // Using Push method

        my\_stack.Push("Geeks");

        my\_stack.Push("geeksforgeeks");

        my\_stack.Push('G');

        my\_stack.Push(null);

        my\_stack.Push(1234);

        my\_stack.Push(490.98);

        // Accessing the elements

        // of my\_stack Stack

        // Using foreach loop

        foreach(var elem in my\_stack)

        {

            Console.WriteLine(elem);

        }

**Output:**

490.98

1234

G

geeksforgeeks

Geeks

*Remove elements*

**Clear:** Tato metoda se používá k odstranění všech objektů ze zásobníku.

**Pop:** Tato metoda odstraní počáteční prvek zásobníku.

 // Using Push method

        my\_stack.Push("Geeks");

        my\_stack.Push("geeksforgeeks");

        my\_stack.Push("geeks23");

        my\_stack.Push("GeeksforGeeks");

        Console.WriteLine("Total elements present in"+

                    " my\_stack: {0}", my\_stack.Count);

        my\_stack.Pop();

        // After Pop method

        Console.WriteLine("Total elements present in "+

                      "my\_stack: {0}", my\_stack.Count);

        // Remove all the elements

        // from the stack

        my\_stack.Clear();

        // After Pop method

        Console.WriteLine("Total elements present in "+

                      "my\_stack: {0}", my\_stack.Count);

    }

**Output:**

Total elements present in my\_stack: 4

Total elements present in my\_stack: 3

Total elements present in my\_stack: 0

**Topmost element**

        // Adding elements in the Stack

        // Using Push method

        my\_stack.Push("Geeks");

        my\_stack.Push("geeksforgeeks");

        my\_stack.Push("geeks23");

        my\_stack.Push("GeeksforGeeks");

        Console.WriteLine("Total elements present in"+

                     " my\_stack: {0}",my\_stack.Count);

        // Obtain the topmost element

        // of my\_stack Using Pop method

        Console.WriteLine("Topmost element of my\_stack"

                          + " is: {0}",my\_stack.Pop());

        Console.WriteLine("Total elements present in"+

                    " my\_stack: {0}", my\_stack.Count);

        // Obtain the topmost element

        // of my\_stack Using Peek method

        Console.WriteLine("Topmost element of my\_stack "+

                              "is: {0}",my\_stack.Peek());

        Console.WriteLine("Total elements present "+

                 "in my\_stack: {0}",my\_stack.Count);

**Output:**

Total elements present in my\_stack: 4

Topmost element of my\_stack is: GeeksforGeeks

Total elements present in my\_stack: 3

Topmost element of my\_stack is: geeks23

Total elements present in my\_stack: 3

// Adding elements in the Stack

        // Using Push method

        my\_stack.Push("Geeks");

        my\_stack.Push("geeksforgeeks");

        my\_stack.Push("geeks23");

        my\_stack.Push("GeeksforGeeks");

        // Checking if the element is

        // present in the Stack or not

        if (my\_stack.Contains("GeeksforGeeks") == true)

        {

            Console.WriteLine("Element is found...!!");

        }

        else

        {

            Console.WriteLine("Element is not found...!!");

        }

**Output:**

Element is found...!!

Neseřazené datové struktury

**HashSet**

V C # je HashSet neuspořádanou sbírkou jedinečných prvků.

* Obvykle se používá, když chceme zabránit tomu, aby do kolekce byly umístěny duplicitní prvky.   
  Výkon HashSetu je ve srovnání s listem mnohem lepší.
* Třída HashSet implementuje rozhraní ICollection, IEnumerable, IReadOnlyCollection, ISet, IEnumerable, IDeserializationCallback a ISerializable interface.
* V HashSet není pořadí prvku definováno. Prvky HashSetu nelze třídit.
* V HashSet musí být prvky jedinečné.
* V HashSetu nejsou duplicitní prvky povoleny.
* Poskytuje mnoho operací s matematickými množinami, jako je průnik, sjednocení a rozdíl.
* Kapacita zařízení HashSet je počet prvků, které může obsahovat.
* HashSet je dynamická kolekce, což znamená, že se velikost HashSet automaticky přidá po přidání nových prvků.
* V HashSet můžete ukládat pouze stejný typ prvků.

using System.Collections.Generic;

*Create a HashSet*

HashSet<Type\_of\_hashset> Hashset\_name = new HashSet<Type\_of\_hashset>();

  // Creating HashSet

        // Using HashSet class

        HashSet<string> myhash1 = new HashSet<string>();

        // Add the elements in HashSet

        // Using Add method

        myhash1.Add("C");

        myhash1.Add("C++");

        myhash1.Add("C#");

        myhash1.Add("Java");

        myhash1.Add("Ruby");

        Console.WriteLine("Elements of myhash1:");

        // Accessing elements of HashSet

        // Using foreach loop

        foreach(var val in myhash1)

        {

            Console.WriteLine(val);

        }

Elements of myhash1:

C

C++

C#

Java

Ruby

*ODSTRANIT elementy*

Remove elements methods:

* [**Remove(T)**](https://www.geeksforgeeks.org/c-remove-the-specified-element-from-a-hashset/)**:**Tato metoda se používá k odebrání určeného prvku z objektu HashSet.
* [**RemoveWhere(Predicate)**](https://www.geeksforgeeks.org/c-remove-elements-from-a-hashset-with-conditions-defined-by-the-predicate/)**:** Tato metoda se používá k odstranění všech prvků, které odpovídají podmínkám definovaným predikátem z kolekce HashSet.
* [**Clear**](https://www.geeksforgeeks.org/c-remove-all-elements-from-a-hashset/)**:** Tato metoda se používá k odebrání všech prvků z objektu HashSet.

**ConcurrentBag**

ConcurrentBag je jednou z tříd kolekce bezpečných pro vlákno

ConcurrentBag umožňuje ukládat objekty neuspořádaným způsobem. Na rozdíl od třídy ConcurrentDictionary umožňuje ukládat duplicitní objekty.

ConcurrentBag umožňuje ukládání více podprocesů. Je optimalizován pro scénáře, kde stejné vlákno působí jako výrobce i spotřebitel. To znamená, že stejné vlákno přidává a načítá data.

Například existují dvě vlákna Thread1 a Thread2. Vlákno1 přidalo čtyři objekty 1,2,3,4. Thread2 přidal tři objekty 5,6,7. Poté, co obě vlákna přidaly data, Thread1 začne načítat data. Když Thread1 přidal 1,2,3,4 objektů, získají tyto položky preference nad 5,6,7. Poté, co Thread1 načte všechny čtyři položky, Thread1 přejde k načtení Thread2 vložených dat 5,6,7.

*creating ConcurrentBag instance*.

ConcurrentBag<int> bag = new ConcurrentBag<int>();

Můžeme také inicializovat ConcurrentBag s existující kolekcí. Můžeme předat libovolnou kolekci v parametru a zkopíruje všechny objekty kolekce do svého vlastního seznamu. Níže je uveden příklad.

List<int> ints = new List<int>();

ints.Add(1);

ints.Add(2);

ints.Add(3);

ints.Add(4);

ConcurrentBag<int> bag = new ConcurrentBag<int>(ints);

int count = bag.Count; //returns 4

*Přidat nové položky*

Chcete-li přidat nové položky, existuje metoda Add. Níže je uveden příklad.

ConcurrentBag<int> bag = new ConcurrentBag<int>();

bag.Add(1);

bag.Add(2);

*Přidat více položek*

ConcurrentBag neposkytuje žádnou metodu AddRange, pro každou položku musíme ručně volat metodu Add.

int[] arr = { 1, 2, 3 };

ConcurrentBag<int> bag = new ConcurrentBag<int>();

foreach(var item in arr)

{

    bag.Add(item);

}

*Načíst položky*

Dvě metody:

**TryPeek**

**TryTake**

Metoda **TryPeek** vrací jednu položku z batohu, ale neodstraní ji z batohu. Vrací true, pokud úspěšně načte položku, jinak vrací false.

ConcurrentBag<int> bag = new ConcurrentBag<int>();

bag.Add(1);

bag.Add(2);

int item;

bool isSucess = bag.TryPeek(out item); //isSuccess=True, item = 2

isSuccess = bag.TryPeek(out item); //isSuccess=True, item = 2

isSuccess = bag.TryPeek(out item); //isSuccess=True, item = 2

Metoda **TryTake** vrátí jednu položku z batohu a odstraní ji z batohu. Vrací hodnotu true, pokud úspěšně načte položku jinak false.

ConcurrentBag<int> bag = new ConcurrentBag<int>();

bag.Add(1);

bag.Add(2);

int item;

bool isSuccess = bag.TryTake(out item); //isSuccess=True, item = 2

isSuccess = bag.TryTake(out item); //isSuccess=True, item = 1

# **ConcurrentDictionary**

ConcurrentDictionary je třída kolekce bezpečná pro vlákna k ukládání párů klíč / hodnota. ConcurrentDictionary lze použít s více vlákny současně.

Bez třídy ConcurrentDictionary, pokud musíme použít třídu Dictionary s více podprocesy, musíme použít zámky k zajištění bezpečnosti podprocesů, která je vždy náchylná k chybám. ConcurrentDictionary vám poskytuje snadnou možnost. Interně spravuje zamykání a poskytuje snadné rozhraní pro přidávání / aktualizaci položek.

## Add items

ConcurrentDictionary<string, string> dict = new ConcurrentDictionary<string, string>();

    bool firstItem = dict.TryAdd("1", "First");  //returns true

    bool secondItem = dict.TryAdd("2", "Second");  //returns  true

    bool thirdItem = dict.TryAdd("1", "Third"); //returns false;

## Retrieve Single Item using Key

Musíme poskytnout klíč v metodě TryGetValue. Parametr vrací hodnotu klíče. TryGetValue vrací true, pokud existuje klíč, nebo vrací false, pokud klíč neexistuje ve slovníku.

ConcurrentDictionary<string, string> dict = new ConcurrentDictionary<string, string>();

    bool firstItem = dict.TryAdd("1", "First");

    bool secondItem = dict.TryAdd("2", "Second");

    string itemValue1;

    string itemValue2;

bool isItemExists1 = dict.TryGetValue("1", out itemValue1);  //returns true

    Console.WriteLine(itemValue1); //Print "First"

bool isItemExists2 = dict.TryGetValue("3", out itemValue2);  //returns false

    Console.WriteLine(itemValue2); //Print blank

## Retrieve all items

Protože ConcurrentDictionary implementuje rozhraní IEnumerable, můžeme použít loop foreach k výčtu všech položek ve slovníku. Nevrací všechny položky v pořadí, jak jsme je přidali do slovníku.

ConcurrentDictionary<string, string> dictionary = new ConcurrentDictionary<string, string>();

    dictionary.TryAdd("1", "First");

    dictionary.TryAdd("2", "Second");

    dictionary.TryAdd("3", "Third");

    dictionary.TryAdd("4", "Fourth");

    foreach(var item in dictionary)

    {

       Console.WriteLine(item.Key + "-" + item.Value);

    }

    //Returns

    // 4- Fourth

    // 3 - Third

    // 2 - Second

    // 1 – First

## Update item

ConcurrentDictionary poskytuje metody TryUpdate k aktualizaci libovolného klíče. TryUpdate potrebuje tři parametry. Tři parametry jsou:

1. Key - key to modify
2. New Value - new value of the key
3. Old Value - old value of the key

string newValue;

    bool returnTrue = dictionary.TryUpdate("1", "New Value", "First"); //Returns true

    dictionary.TryGetValue("1", out newValue);

    Console.WriteLine(newValue); //Print "New Value"

    bool returnsFalse = dictionary.TryUpdate("2", "New Value 2", "No Value"); //Returns false

    dictionary.TryGetValue("2", out newValue);  //Returns "Second" Old value

    Console.WriteLine(newValue);    //Print "Second"

## Remove item

string removedItem;

bool result = dictionary.TryRemove("2", out removedItem); //Returns true

Console.WriteLine(removedItem); //Print "Second"

## Remove all items

dictionary.Clear();

    foreach (var item in dictionary) //enumerate 0 times

    {

        Console.WriteLine(item.Key);

    }

## Count all Items

 int totalItems = dictionary.Count(); // Returns 4

## Check Key exists

    dictionary.TryAdd("1", "First");

    dictionary.TryAdd("2", "Second");

    dictionary.TryAdd("3", "Third");

    dictionary.TryAdd("4", "Fourth");

    bool firstItemFound = dictionary.ContainsKey("1"); //Returns true

    bool fifthItemFound = dictionary.ContainsKey("5"); //Returns false

# **SortedDictionary**

V C # se třída SortedDictionary <TKey, TValue> používá k reprezentaci kolekce párů klíč / hodnota. Tento pár je ve tříděné podobě a třídění se provádí na klíči. Ve třídě SortedDictionary jsou klíče neměnné, vždy jedinečné a nemohou být null. Pokud je typ hodnoty referenčního typu, můžete použít hodnotu null. Třída SortedDictionary poskytuje nejrychlejší operace vkládání a odebírání netříděných dat. Pár klíč / hodnota třídy SortedDictionary je získán pomocí struktury KeyValuePair.

 // Create a new SortedDictionary

        // of strings, with int keys.

        SortedDictionary<string, string> myDr =

          new SortedDictionary<string, string>();

        // Adding key/value pairs in myDr

        myDr.Add("One", "C");

        myDr.Add("Two", "C++");

        myDr.Add("Three", "C#");

        // Display the key/value pairs

        foreach(KeyValuePair<string, string> pair in myDr)

        {

            Console.WriteLine("Key: {0} and Value: {1}",

                                  pair.Key, pair.Value);

        }

**Output:**

Key: One and Value: C

Key: Three and Value: C#

Key: Two and Value: C++

 SortedDictionary<int, string> myDr =

        new SortedDictionary<int, string>();

        // Adding key/value pairs in myDr

        myDr.Add(1, "Dog");

        myDr.Add(2, "Cat");

        myDr.Add(3, "Birds");

        myDr.Add(4, "Rabbits");

        myDr.Add(5, "Fish");

        myDr.Add(6, "Hamster");

        myDr.Add(7, "Turtle");

        // Display the total number of

        // key/value pairs present in myDr

        Console.WriteLine("Total number of pairs "+

              "present in myDr : {0}", myDr.Count);

    }

**Output:**

Total number of pairs present in myDr : 7